# **I. Introduction**

### **First Words**

**Genetic algorithms** are a part of **evolutionary computing**, which is a rapidly growing area of artificial intelligence.

As you can guess, genetic algorithms are inspired by Darwin's theory about evolution. Simply said, solution to a problem solved by genetic algorithms is evolved.

### **History**

Idea of evolutionary computing was introduced in the 1960s by I. **Rechenberg** in his work "***Evolution strategies***" (*Evolutionsstrategie* in original). His idea was then developed by other researchers. **Genetic Algorithms** (GAs) were invented by John **Holland** and developed by him and his students and colleagues. This lead to Holland's book "*Adaption in Natural and Artificial Systems*" published in 1975.

In 1992 John **Koza** has used genetic algorithm to evolve programs to perform certain tasks. He called his method "**genetic programming**" (GP). LISP programs were used, because programs in this language can expressed in the form of a "parse tree", which is the object the GA works on.

# **II. Biological Background**

### **Chromosome**

All living organisms consist of cells. In each cell there is the same set of **chromosomes**. Chromosomes are strings of [DNA](http://www.obitko.com/tutorials/genetic-algorithms/dna.php) and serves as a model for the whole organism. A chromosome consist of **genes**, blocks of DNA. Each gene encodes a particular protein. Basically can be said, that each gene encodes a **trait**, for example color of eyes. Possible settings for a trait (e.g. blue, brown) are called **alleles**. Each gene has its own position in the chromosome. This position is called **locus**.

Complete set of genetic material (all chromosomes) is called **genome**. Particular set of genes in genome is called **genotype**. The genotype is with later development after birth base for the organism's **phenotype**, its physical and mental characteristics, such as eye color, intelligence etc.

### **Reproduction**

During reproduction, first occurs **recombination** (or **crossover**). Genes from parents form in some way the whole new chromosome. The new created offspring can then be mutated. **Mutation** means, that the elements of DNA are a bit changed. This changes are mainly caused by errors in copying genes from parents.

The **fitness** of an organism is measured by success of the organism in its life.

# **III. Search Space**

### **Search Space**

If we are solving some problem, we are usually looking for some solution, which will be the best among others. The space of all feasible solutions (it means objects among those the desired solution is) is called **search space** (also state space). Each point in the search space represent one feasible solution. Each feasible solution can be "marked" by its value or fitness for the problem. We are looking for our solution, which is one point (or more) among feasible solutions - that is one point in the search space.

The looking for a solution is then equal to a looking for some extreme (minimum or maximum) in the search space. The search space can be whole known by the time of solving a problem, but usually we know only a few points from it and we are generating other points as the process of finding solution continues.
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*Example of a search space*

The problem is that the search can be very complicated. One does not know where to look for the solution and where to start. There are many methods, how to find some **suitable solution** (ie. not necessarily the **best solution**), for example **hill climbing**, **tabu search**, **simulated annealing** and **genetic algorithm**. The solution found by this methods is often considered as a good solution, because it is not often possible to prove what is the real optimum.

### **NP-hard Problems**

Example of difficult problems, which cannot be solved int "traditional" way, are NP problems.

There are many tasks for which we know fast (polynomial) algorithms. There are also some problems that are not possible to be solved algorithmicaly. For some problems was proved that they are not solvable in polynomial time.

But there are many important tasks, for which it is very difficult to find a solution, but once we have it, it is easy to check the solution. This fact led to **NP-complete** problems. NP stands for nondeterministic polynomial and it means that it is possible to "guess" the solution (by some nondeterministic algorithm) and then check it, both in polynomial time. If we had a machine that can guess, we would be able to find a solution in some reasonable time.

Studying of NP-complete problems is for simplicity restricted to the problems, where the answer can be yes or no. Because there are tasks with complicated outputs, a class of problems called **NP-hard** problems has been introduced. This class is not as limited as class of NP-complete problems.

For NP-problems is characteristic that some simple algorithm to find a solution is obvious at a first sight - just trying all possible solutions. But this algorithm is very slow (usually O(2^n)) and even for a bit bigger instances of the problems it is not usable at all.

Today nobody knows if some faster exact algorithm exists. Proving or disproving this remains as a big task for new researchers (and maybe you! :-)). Today many people think, that such an algorithm does not exist and so they are looking for some alternative methods - example of these methods are genetic algorithms.

Examples of the NP problems are satisfiability problem, travelling salesman problem or knapsack problem. Compendium of NP problems is [available](http://www.csc.kth.se/~viggo/problemlist/).

# **IV. Genetic Algorithm**

### **Basic Description**

Genetic algorithms are inspired by Darwin's theory about evolution. Solution to a problem solved by genetic algorithms is evolved.

Algorithm is started with a **set of solutions** (represented by **chromosomes**) called **population**. Solutions from one population are taken and used to form a new population. This is motivated by a hope, that the new population will be better than the old one. Solutions which are selected to form new solutions (**offspring**) are selected according to their fitness - the more suitable they are the more chances they have to reproduce.

This is repeated until some condition (for example number of populations or improvement of the best solution) is satisfied.

***Example***

*As you already know from the chapter about* [*search space*](http://www.obitko.com/tutorials/genetic-algorithms/search-space.php#sspace)*, problem solving can be often expressed as looking for extreme of a function. This is exactly what the problem shown here is. Some function is given and GA tries to find minimum of the function.*

*You can try to run genetic algorithm at the following applet by pressing button Start. Graph represents some search space and vertical lines represent solutions (points in search space). The red line is the best solution, green lines are the other ones.*

*Button Start starts the algorithm, Step performs one step (i.e. forming one new generation), Stop stops the algorithm and Reset resets the population.*

Here is applet, but your browser does not support Java. If you want to see applets, please check [browser requirements](http://www.obitko.com/tutorials/genetic-algorithms/browser.php).

### **Outline of the Basic Genetic Algorithm**
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10000 -> 15 br

1. **[Start]** Generate random population of *n* chromosomes (suitable solutions for the problem)
2. **[Fitness]** Evaluate the fitness *f(x)* of each chromosome *x* in the population
3. **[New population]** Create a new population by repeating following steps until the new population is complete
   1. **[Selection]** Select two parent chromosomes from a population according to their fitness (the better fitness, the bigger chance to be selected)
   2. **[Crossover]** With a crossover probability cross over the parents to form a new offspring (children). If no crossover was performed, offspring is an exact copy of parents.
   3. **[Mutation]** With a mutation probability mutate new offspring at each locus (position in chromosome).
   4. **[Accepting]** Place new offspring in a new population
4. **[Replace]** Use new generated population for a further run of algorithm
5. **[Test]** If the end condition is satisfied, **stop**, and return the best solution in current population
6. **[Loop]** Go to step **2**

### **Some Comments**

As you can see, the outline of Basic GA is very general. There are many things that can be implemented differently in various problems.

First question is how to create chromosomes, what type of encoding choose. With this is connected crossover and mutation, the two basic operators of GA. Encoding, crossover and mutation are introduced in next chapter.

Next questions is how to select parents for crossover. This can be done in many ways, but the main idea is to select the better parents (in hope that the better parents will produce better offspring). Also you may think, that making new population only by new offspring can cause lost of the best chromosome from the last population. This is true, so so called **elitism** is often used. This means, that at least one best solution is copied without changes to a new population, so the best solution found can survive to end of run.

Some of the concerning questions will be discussed later.

Maybe you are wandering, *why* genetic algorithms do work. It can be partially explained by **Schema Theorem** (Holland), however, this theorem has been criticised in recent time. If you want to know more, check [other resources](http://www.obitko.com/tutorials/genetic-algorithms/resources.php).

# **V. Operators of GA**

### **Overview**

As you can see from the [genetic algorithm outline](http://www.obitko.com/tutorials/genetic-algorithms/ga-basic-description.php#outline), the crossover and mutation are the most important part of the genetic algorithm. The performance is influenced mainly by these two operators. Before we can explain more about crossover and mutation, some information about chromosomes will be given.

### **Encoding of a Chromosome**

The chromosome should in some way contain information about solution which it represents. The most used way of encoding is a binary string. The chromosome then could look like this:

| Chromosome 1 | 1101100100110110 |
| --- | --- |
| Chromosome 2 | 1101111000011110 |

Each chromosome has one binary string. Each bit in this string can represent some characteristic of the solution. Or the whole string can represent a number - this has been used in the basic [GA applet](http://www.obitko.com/tutorials/genetic-algorithms/ga-basic-description.php#applet).

Of course, there are many other ways of encoding. This depends mainly on the solved problem. For example, one can encode directly integer or real numbers, sometimes it is useful to encode some permutations and so on.

### **Crossover**

After we have decided what encoding we will use, we can make a step to crossover. Crossover selects genes from parent chromosomes and creates a new offspring. The simplest way how to do this is to choose randomly some crossover point and everything before this point point copy from a first parent and then everything after a crossover point copy from the second parent.

Crossover can then look like this ( | is the crossover point):

| Chromosome 1 | 11011 | 00100110110 |
| --- | --- |
| Chromosome 2 | 11011 | 11000011110 |
| Offspring 1 | 11011 | 11000011110 |
| Offspring 2 | 11011 | 00100110110 |

There are other ways how to make crossover, for example we can choose more crossover points. Crossover can be rather complicated and very depends on encoding of the encoding of chromosome. Specific crossover made for a specific problem can improve performance of the genetic algorithm.

### **Mutation**

After a crossover is performed, mutation take place. This is to prevent falling all solutions in population into a local optimum of solved problem. Mutation changes randomly the new offspring. For binary encoding we can switch a few randomly chosen bits from 1 to 0 or from 0 to 1. Mutation can then be following:

| Original offspring 1 | 1101111000011110 |
| --- | --- |
| Original offspring 2 | 1101100100110110 |
| Mutated offspring 1 | 1100111000011110 |
| Mutated offspring 2 | 1101101100110110 |

The mutation depends on the encoding as well as the crossover. For example when we are encoding permutations, mutation could be exchanging two genes.

# **VI. GA Example**

# **Minimum of Function**

### **About the Problem**

As you already know from the chapter about [search space](http://www.obitko.com/tutorials/genetic-algorithms/search-space.php#sspace), problem solving can be often expressed as looking for extreme of a function. This is exactly what the problem shown here is.

Some function is given and GA tries to find minimum of the function. For other problems we just have to define search space and the fitness function which means to define the function, which we want to find extreme for.

### **Example**

*You can try to run genetic algorithm at the following applet by pressing button Start. Graph represents some search space and vertical lines represent solutions (points in search space). The red line is the best solution, green lines are the other ones. Above the graph are displayed old and new population. Each population consists of binary chromosomes - red and blue point means zeros and ones. On the applet you can see process of forming the new population in steps.*

*Button Start starts the algorithm, Step performs one step (i.e. forming one new generation), Stop stops the algorithm and Reset resets the population.*

*We suggest you to start with pressing button Step and watching how GA works in details. The* [*outline of GA*](http://www.obitko.com/tutorials/genetic-algorithms/ga-basic-description.php#outline) *has been introduced in one of the previous chapters. First you can see elitism and then forming new offspring by crossover and mutation until a new population is completed.*

Here is applet, but your browser does not support Java. If you want to see applets, please check [browser requirements](http://www.obitko.com/tutorials/genetic-algorithms/browser.php).

# **VII. Parameters of GA**

### **Crossover and Mutation Probability**

There are two basic parameters of GA - crossover probability and mutation probability.

**Crossover probability** says how often will be crossover performed. If there is no crossover, offspring is exact copy of parents. If there is a crossover, offspring is made from parts of parents' chromosome. If crossover probability is **100%**, then all offspring is made by crossover. If it is **0%**, whole new generation is made from exact copies of chromosomes from old population (but this does not mean that the new generation is the same!).

Crossover is made in hope that new chromosomes will have good parts of old chromosomes and maybe the new chromosomes will be better. However it is good to leave some part of population survive to next generation.

**Mutation probability** says how often will be parts of chromosome mutated. If there is no mutation, offspring is taken after crossover (or copy) without any change. If mutation is performed, part of chromosome is changed. If mutation probability is **100%**, whole chromosome is changed, if it is **0%**, nothing is changed.

Mutation is made to prevent falling GA into local extreme, but it should not occur very often, because then GA will in fact change to **random search**.

### **Other Parameters**

There are also some other parameters of GA. One also important parameter is population size.

**Population size** says how many chromosomes are in population (in one generation). If there are too few chromosomes, GA have a few possibilities to perform crossover and only a small part of search space is explored. On the other hand, if there are too many chromosomes, GA slows down. Research shows that after some limit (which depends mainly on encoding and the problem) it is not useful to increase population size, because it does not make solving the problem faster.

Some recommendations for all parameters can be found in one of the following chapters.

***Example***

*Here you can see example similar to* [*previous one*](http://www.obitko.com/tutorials/genetic-algorithms/example-function-minimum.php#applet)*. But here you can try to change crossover and mutation probability. You can also control elitism.*

*On the graph below you can see performance of GA. Red is the best solution, blue is average value (fitness) of all population.*

*Try to change parameters and look how GA behaves.*

Here is applet, but your browser does not support Java. If you want to see applets, please check [browser requirements](http://www.obitko.com/tutorials/genetic-algorithms/browser.php).

***Question:*** *If you try to increase* ***mutation probability*** *to* ***100%,*** *GA will start to behave very strange, nearly like if the mutation probability is 0%. Do you know why? You can use a* [*hint*](http://www.obitko.com/tutorials/genetic-algorithms/exercise/hint100cp.html) *and if you still do not know, look at* [*solution*](http://www.obitko.com/tutorials/genetic-algorithms/exercise/sol100cp.html)*!*

# **VIII. Extreme of Function**

### **About the Problem**

The problem is again the same - looking for extreme of a function. But here you can define your own 2D function.

### **Example**

*Graph represents search space and lines represent solutions (points in search space). The red line is the best solution, blue lines are the other ones.*

*You can enter your own function in a text field below graph (after change press enter or button Change). Below it you can define limits of function. Function can consist of x, y, pi, e, (, ), /, \*, +, -, !, ^ and functions abs, acos, acosh, asin, asinh, atan, atanh, cos, cosh, ln, log, sin, sinh, sqr, sqrt, tan and tanh.*

*The graph can be rotated by dragging mouse over it.*

*You can also change crossover and mutation probability. Checkboxes control elitism and if it is looked for minimum or maximum.*

*Try to change the function and have a look how GA works.*

Here is applet, but your browser does not support Java. If you want to see applets, please check [browser requirements](http://www.obitko.com/tutorials/genetic-algorithms/browser.php).

# **IX. Selection**

### **Introduction**

As you already know from the [GA outline](http://www.obitko.com/tutorials/genetic-algorithms/ga-basic-description.php#outline), chromosomes are selected from the population to be parents to crossover. The problem is how to select these chromosomes. According to Darwin's evolution theory the best ones should survive and create new offspring. There are many methods how to select the best chromosomes, for example roulette wheel selection, Boltzman selection, tournament selection, rank selection, steady state selection and some others.

Some of them will be described in this chapter.

### **Roulette Wheel Selection**

Parents are selected according to their fitness. The better the chromosomes are, the more chances to be selected they have. Imagine a **roulette wheel** where are placed all chromosomes in the population, every has its place big accordingly to its fitness function, like on the following picture.
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Then a marble is thrown there and selects the chromosome. Chromosome with bigger fitness will be selected more times.

This can be simulated by following algorithm.

1. **[Sum]** Calculate sum of all chromosome fitnesses in population - sum ***S***.
2. **[Select]** Generate random number from interval ***(0,S)*** - ***r***.
3. **[Loop]** Go through the population and sum fitnesses from ***0*** - sum ***s***. When the sum ***s*** is greater then ***r***, stop and return the chromosome where you are.

Of course, step **1** is performed only once for each population.

### **Rank Selection**

The previous selection will have problems when the fitnesses differs very much. For example, if the best chromosome fitness is 90% of all the roulette wheel then the other chromosomes will have very few chances to be selected.

Rank selection first ranks the population and then every chromosome receives fitness from this ranking. The worst will have fitness ***1***, second worst ***2*** etc. and the best will have fitness ***N*** (number of chromosomes in population).

You can see in following picture, how the situation changes after changing fitness to order number.

![graph](data:image/gif;base64,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)

*Situation before ranking (graph of fitnesses)*
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*Situation after ranking (graph of order numbers)*

After this all the chromosomes have a chance to be selected. But this method can lead to slower convergence, because the best chromosomes do not differ so much from other ones.
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### **Steady-State Selection**

This is not particular method of selecting parents. Main idea of this selection is that big part of chromosomes should survive to next generation.

GA then works in a following way. In every generation are selected a few (good - with high fitness) chromosomes for creating a new offspring. Then some (bad - with low fitness) chromosomes are removed and the new offspring is placed in their place. The rest of population survives to new generation.

### **Elitism**

Idea of elitism has been already introduced. When creating new population by crossover and mutation, we have a big chance, that we will loose the best chromosome.

Elitism is name of method, which first copies the best chromosome (or a few best chromosomes) to new population. The rest is done in classical way. Elitism can very rapidly increase performance of GA, because it prevents losing the best found solution.

# **X. Encoding**

### **Introduction**

Encoding of chromosomes is one of the problems, when you are starting to solve problem with GA. Encoding very depends on the problem.

In this chapter will be introduced some encodings, which have been already used with some success.

### **Binary Encoding**

Binary encoding is the most common, mainly because first works about GA used this type of encoding.

In **binary encoding** every chromosome is a string of **bits**, **0** or **1**.

| Chromosome A | 101100101100101011100101 |
| --- | --- |
| Chromosome B | 111111100000110000011111 |

*Example of chromosomes with binary encoding*

Binary encoding gives many possible chromosomes even with a small number of alleles. On the other hand, this encoding is often not natural for many problems and sometimes corrections must be made after crossover and/or mutation.
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**Example of Problem:** Knapsack problem

**The problem:** There are things with given value and size. The knapsack has given capacity. Select things to maximize the value of things in knapsack, but do not extend knapsack capacity.

**Encoding:** Each bit says, if the corresponding thing is in knapsack.
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### **Permutation Encoding**

Permutation encoding can be used in ordering problems, such as travelling salesman problem or task ordering problem.

In **permutation encoding**, every chromosome is a string of numbers, which represents number in a **sequence**.

| Chromosome A | 1 5 3 2 6 4 7 9 8 |
| --- | --- |
| Chromosome B | 8 5 6 7 2 3 1 4 9 |

*Example of chromosomes with permutation encoding*

Permutation encoding is only useful for ordering problems. Even for this problems for some types of crossover and mutation corrections must be made to leave the chromosome consistent (i.e. have real sequence in it).
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**Example of Problem:** Travelling salesman problem (TSP)

**The problem:** There are cities and given distances between them.Travelling salesman has to visit all of them, but he does not to travel very much. Find a sequence of cities to minimize travelled distance.

**Encoding:** Chromosome says order of cities, in which salesman will visit them.
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### 

### **Value Encoding**

Direct value encoding can be used in problems, where some complicated value, such as real numbers, are used. Use of binary encoding for this type of problems would be very difficult.

In **value encoding**, every chromosome is a string of some values. Values can be anything connected to problem, form numbers, real numbers or chars to some complicated objects.

| Chromosome A | 1.2324 5.3243 0.4556 2.3293 2.4545 |
| --- | --- |
| Chromosome B | ABDJEIFJDHDIERJFDLDFLFEGT |
| Chromosome C | (back), (back), (right), (forward), (left) |

*Example of chromosomes with value encoding*

Value encoding is very good for some special problems. On the other hand, for this encoding is often necessary to develop some new crossover and mutation specific for the problem.
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**Example of Problem:** Finding weights for neural network

**The problem:** There is some neural network with given architecture. Find weights for inputs of neurons to train the network for wanted output.

**Encoding:** Real values in chromosomes represent corresponding weights for inputs.
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### 

### **Tree Encoding**

Tree encoding is used mainly for evolving programs or expressions, for **genetic programming**.

In **tree encoding** every chromosome is a tree of some objects, such as functions or commands in programming language.

| Chromosome A | Chromosome B |
| --- | --- |
| image | image |
| ( + x ( / 5 y ) ) | ( do\_until step wall ) |

*Example of chromosomes with tree encoding*

Tree encoding is good for evolving programs. Programing language LISP is often used to this, because programs in it are represented in this form and can be easily parsed as a tree, so the crossover and mutation can be done relatively easily.
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**Example of Problem:** Finding a function from given values

**The problem:** Some input and output values are given. Task is to find a function, which will give the best (closest to wanted) output to all inputs.

**Encoding:** Chromosome are functions represented in a tree.

# **XI. Crossover and Mutation**

### **Introduction**

Crossover and mutation are two basic operators of GA. Performance of GA very depends on them. Type and implementation of operators depends on encoding and also on a problem.

There are many ways how to do crossover and mutation. In this chapter are only some examples and suggestions how to do it for [several encoding](http://www.obitko.com/tutorials/genetic-algorithms/encoding.php).

### **Binary Encoding**

**Crossover**

**Single point crossover** - one crossover point is selected, binary string from beginning of chromosome to the crossover point is copied from one parent, the rest is copied from the second parent

![](data:image/gif;base64,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)

**11001**011+11011**111** = **11001111**

**Two point crossover** - two crossover point are selected, binary string from beginning of chromosome to the first crossover point is copied from one parent, the part from the first to the second crossover point is copied from the second parent and the rest is copied from the first parent
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**11**0010**11** + 11**0111**11 = **11011111**

**Uniform crossover** - bits are randomly copied from the first or from the second parent
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1**10**010**11** + **1**10**111**01 = 11011111

**Arithmetic crossover** - some arithmetic operation is performed to make a new offspring
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11001011 + 11011111 = 11001001 (AND)

**Mutation**

**Bit inversion** - selected bits are inverted
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1**1**001001 => 1**0**001001

### 

### **Permutation Encoding**

**Crossover**

**Single point crossover** - one crossover point is selected, till this point the permutation is copied from the first parent, then the second parent is scanned and if the number is not yet in the offspring it is added

*Note: there are more ways how to produce the rest after crossover point*

(**1 2 3 4 5** 6 7 8 9) + (4 5 3 6 8 9 7 2 1) = (**1 2 3 4 5** 6 8 9 7)

**Mutation**

**Order changing** - two numbers are selected and exchanged

(1 **2** 3 4 5 6 **8** 9 7) => (1 **8** 3 4 5 6 **2** 9 7)

### 

### **Value Encoding**

**Crossover**

All crossovers from [**binary encoding**](http://www.obitko.com/tutorials/genetic-algorithms/crossover-mutation.php#binary) can be used

**Mutation**

**Adding** a small number (for real value encoding) - to selected values is added (or subtracted) a small number

(1.29 5.68 **2.86** **4.11** 5.55) => (1.29 5.68 **2.73** **4.22** 5.55)

### 

### **Tree Encoding**

**Crossover**

**Tree crossover** - in both parent one crossover point is selected, parents are divided in that point and exchange part below crossover point to produce new offspring
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**Mutation**

**Changing operator, number** - selected nodes are changed

# **XII. Travelling Salesman Problem**

### **About the Problem**

Travelling salesman problem (TSP) has been already mentioned in one of the previous chapters. To repeat it, there are cities and given distances between them.Travelling salesman has to visit all of them, but he does not to travel very much. Task is to find a sequence of cities to minimize travelled distance. In other words, find a minimal Hamiltonian tour in a complete graph of ***N*** nodes.

### **Implementation**

Population of 16 chromosomes is used. For encoding these chromosome [permutation encoding](http://www.obitko.com/tutorials/genetic-algorithms/encoding.php#permutation) is used - in chapter about encoding you can [find](http://www.obitko.com/tutorials/genetic-algorithms/encoding.php#permutation), how to encode permutation of cities for TSP. TSP is solved on complete graph (i.e. each node is connected to each other) with euclidean distances. Note that after adding and deleting city it is necessary to create new chromosomes and restart whole genetic algorithm.

You can select crossover and mutation type. I will describe what they mean.

Crossover

* One point - part of the first parent is copied and the rest is taken in the same order as in the second parent
* Two point - two parts of the first parent are copied and the rest between is taken in the same order as in the second parent
* None - no crossover, offspring is exact copy of parents

Mutation

* Normal random - a few cities are chosen and exchanged
* Random, only improving - a few cities are randomly chosen and exchanged only if they improve solution (increase fitness)
* Systematic, only improving - cities are systematically chosen and exchanged only if they improve solution (increase fitness)
* Random improving - the same as "random, only improving", but before this is "normal random" mutation performed
* Systematic improving - the same as "systematic, only improving", but before this is "normal random" mutation performed
* None - no mutation

### **Example**

*Following applet shows GA on TSP. Button "Change View" changes view from whole population to best solution and vice versa. You can add and remove cities by clicking on the graph. After adding or deleting random tour will appear because of creating new population with new chromosomes. Also note that we are solving TSP on* complete *graph.*

*Try to run GA with different crossover and mutation and note how the performance (and speed - add more cities to see it) of GA changes.*

Here is applet, but your browser does not support Java. If you want to see applets, please check [browser requirements](http://www.obitko.com/tutorials/genetic-algorithms/browser.php).

# **XIII. Recommendations**

### **Parameters of GA**

This chapter should give you some basic recommendations if you have decided to implement your genetic algorithm. These recommendations are very general. Probably you will want to experiment with your own GA for specific problem, because today there is no general theory which would describe parameters of GA for *any* problem.

Recommendations are often results of some empiric studies of GAs, which were often performed only on binary encoding.

* **Crossover rate**
* Crossover rate generally should be high, about **80%-95%**. (However some results show that for some problems crossover rate about 60% is the best.)
* **Mutation rate**
* On the other side, mutation rate should be very low. Best rates reported are about **0.5%-1%**.
* **Population size**
* It may be surprising, that very big population size usually does not improve performance of GA (in meaning of speed of finding solution). Good population size is about **20-30**, however sometimes sizes 50-100 are reported as best. Some research also shows, that best population size depends on encoding, on **size of encoded string**. It means, if you have chromosome with 32 bits, the population should be say 32, but surely two times more than the best population size for chromosome with 16 bits.
* **Selection**
* Basic **roulette wheel selection** can be used, but sometimes rank selection can be better. Check [chapter about selection](http://www.obitko.com/tutorials/genetic-algorithms/selection.php) for advantages and disadvantages. There are also some more sophisticated method, which changes parameters of selection during run of GA. Basically they behaves like simulated annealing. But surely **elitism** should be used (if you do not use other method for saving the best found solution). You can also try steady state selection.
* **Encoding**
* Encoding **depends on the problem** and also on the size of instance of the problem. Check [chapter about encoding](http://www.obitko.com/tutorials/genetic-algorithms/encoding.php) for some suggestions or look to [other resources](http://www.obitko.com/tutorials/genetic-algorithms/resources.php).
* **Crossover and mutation type**
* Operators depend on encoding and on the problem. Check [chapter about operators](http://www.obitko.com/tutorials/genetic-algorithms/crossover-mutation.php) for some suggestions. You can also check [other sites](http://www.obitko.com/tutorials/genetic-algorithms/resources.php).

### **Applications of GA**

Genetic algorithms has been used for difficult problems (such as NP-hard problems), for machine learning and also for evolving simple programs. They have been also used for some art, for evolving pictures and music.

Advantage of GAs is in their parallelism. GA is travelling in a search space with more individuals (and with genotype rather than phenotype) so they are less likely to get stuck in a local extreme like some other methods.

They are also easy to implement. Once you have some GA, you just have to write new chromosome (just one object) to solve another problem. With the same encoding you just change the fitness function and it is all.On the other hand, choosing encoding and fitness function can be difficult.

Disadvantage of GAs is in their computational time. They can be slower than some other methods. But with today's computers it is not so big problem.

To get an idea about problems solved by GA, here is a short list of some applications:

* Nonlinear dynamical systems - predicting, data analysis
* Designing neural networks, both architecture and weights
* Robot trajectory
* Evolving LISP programs (genetic programming)
* Strategy planning
* Finding shape of protein molecules
* TSP and sequence scheduling
* Functions for creating images

More information can be found through links in the [appendix](http://www.obitko.com/tutorials/genetic-algorithms/resources.php).

this section, we list some of the areas in which Genetic Algorithms are frequently used. These are −

* Optimization − Genetic Algorithms are most commonly used in optimization problems wherein we have to maximize or minimize a given objective function value under a given set of constraints. The approach to solve Optimization problems has been highlighted throughout the tutorial.
* Economics − GAs are also used to characterize various economic models like the cobweb model, game theory equilibrium resolution, asset pricing, etc.
* Neural Networks − GAs are also used to train neural networks, particularly recurrent neural networks.
* Parallelization − GAs also have very good parallel capabilities, and prove to be very effective means in solving certain problems, and also provide a good area for research.
* Image Processing − GAs are used for various digital image processing (DIP) tasks as well like dense pixel matching.
* Vehicle routing problems − With multiple soft time windows, multiple depots and a heterogeneous fleet.
* Scheduling applications − GAs are used to solve various scheduling problems as well, particularly the time tabling problem.
* Machine Learning − as already discussed, genetics based machine learning (GBML) is a niche area in machine learning.
* Robot Trajectory Generation − GAs have been used to plan the path which a robot arm takes by moving from one point to another.
* Parametric Design of Aircraft − GAs have been used to design aircrafts by varying the parameters and evolving better solutions.
* DNA Analysis − GAs have been used to determine the structure of DNA using spectrometric data about the sample.
* Multimodal Optimization − GAs are obviously very good approaches for multimodal optimization in which we have to find multiple optimum solutions.
* Traveling salesman problem and its applications − GAs have been used to solve the TSP, which is a well-known combinatorial problem using novel crossover and packing strategies.

# **Resource**

http://www.obitko.com/tutorials/genetic-algorithms/